**Hands on 1**

**Spring Data JPA - Quick Example** 

Directory:

orm-learn/

├── pom.xml

└── src/

├── main/

│ ├── java/

│ │ └── com/

│ │ └── cognizant/

│ │ └── ormlearn/

│ │ ├── OrmLearnApplication.java

│ │ ├── model/

│ │ │ └── Country.java

│ │ ├── repository/

│ │ │ └── CountryRepository.java

│ │ └── service/

│ │ └── CountryService.java

│ └── resources/

│ ├── application.properties

│

│ └── data.sql

**Code for Country.java:**

package com.cognizant.ormlearn.model;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name = "country")

public class Country {

    @Id

    @Column(name = "co\_code", length = 2, nullable = false)

    private String code;

    @Column(name = "co\_name", length = 50, nullable = false)

    private String name;

    public Country() {

    }

    public Country(String code, String name) {

        this.code = code;

        this.name = name;

    }

    public String getCode() {

        return code;

    }

    public void setCode(String code) {

        this.code = code;

    }

    public String getName() {

        return name;

    }

    public void setName(String name) {

        this.name = name;

    }

    @Override

    public String toString() {

        return "Country [code=" + code + ", name=" + name + "]";

    }

}

**Code for Repo.java:**

package com.cognizant.ormlearn.repository;

import com.cognizant.ormlearn.model.Country;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

@Repository

public interface Repo extends JpaRepository<Country, String> {

}

**Code for CountryService.java:**

package com.cognizant.ormlearn.service;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.Repo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import java.util.List;

import java.util.Optional;

@Service

public class CountryService {

    @Autowired

    private Repo repo;

    public List<Country> getAllCountries() {

        return repo.findAll();

    }

}

**Code for Applicataion.java:**

package com.cognizant.ormlearn;

import com.cognizant.ormlearn.service.CountryService;

import com.cognizant.ormlearn.model.Country;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import java.util.List;

import com.sun.imageio.plugins.common.I18N;

@SpringBootApplication

public class Application {

  private static final Logger LOGGER = LoggerFactory.getLogger(Application.class);

    private static CountryService countryService;

    public static void main(String[] args) {

        ApplicationContext ctx = SpringApplication.run(Application.class, args);

        countryService = ctx.getBean(CountryService.class);

        testGetAllCountries();

    }

    private static void testGetAllCountries() {

        LOGGER.info("Start test");

        List<Country> countries = countryService.getAllCountries();

        System.out.println("Finding All Countries:");

                System.out.println("Countries"+countryService.getAllCountries());

        LOGGER.debug("countries={}", countries);

        LOGGER.info("End test");

    }

}

**Code for data.sql:**

CREATE TABLE country (

    co\_code VARCHAR(2)  PRIMARY KEY,

    co\_name VARCHAR(50) NOT NULL

);

INSERT INTO country (co\_code, co\_name) VALUES

  ('IN', 'India'),

  ('US', 'United States of America');

Output:
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**Difference between JPA, Hibernate and Spring Data JPA**   
1. **JPA** (Java Persistence API)

Use annotations like @Entity,@Id

Using pseudo code:

import javax.persistence.\*;

@Entity

@Table(name = "country")

public class Country {

@Id

private String code;

@Column(name = "name")

private String name;

}

// Using EntityManager (JPA standard)

EntityManagerFactory emf = Persistence.createEntityManagerFactory("my-unit");

EntityManager em = emf.createEntityManager();

Country c = em.find(Country.class, "IN");

System.out.println(c.getName());

**Hibernate:**

It provides,Lazy Loading ,caching etc

Pseudo code:

import org.hibernate.Session;

import org.hibernate.SessionFactory;

import org.hibernate.cfg.Configuration;

SessionFactory factory = new Configuration().configure().buildSessionFactory();

Session session = factory.openSession();

Country country = session.get(Country.class, "IN");

System.out.println(country.getName());

**Spring Data JPA**

// Entity

@Entity

public class Country {

@Id

private String code;

private String name;

}

// Repository

@Repository

public interface CountryRepository extends JpaRepository<Country, String> {

List<Country> findByNameContaining(String keyword); // custom query method

}

// Service

@Service

public class CountryService {

@Autowired

private CountryRepository repo;

public List<Country> getAllCountries() {

return repo.findAll();

}

}

// In Main class

ApplicationContext ctx = SpringApplication.run(App.class, args);

CountryService service = ctx.getBean(CountryService.class);

service.getAllCountries().forEach(System.out::println);

**Hands on 6**

**Find a country based on country code** 

Directory:

orm-learn/

├── pom.xml

└── src/

├── main/

│ ├── java/

│ │ └── com/

│ │ └── cognizant/

│ │ └── ormlearn/

│ │ ├── OrmLearnApplication.java

│ │ ├── model/

│ │ │ └── Country.java

│ │ ├── repository/

│ │ │ └── CountryRepository.java

│ │ └── service/

│ │ └── CountryService.java

│ └── resources/

│ ├── application.properties

│

│ └── data.sql

**Code for Country.java:**

package com.cognizant.ormlearn.model;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name = "country")

public class Country {

    @Id

    @Column(name = "co\_code", length = 2, nullable = false)

    private String code;

    @Column(name = "co\_name", length = 50, nullable = false)

    private String name;

    public Country() {

    }

    public Country(String code, String name) {

        this.code = code;

        this.name = name;

    }

    public String getCode() {

        return code;

    }

    public void setCode(String code) {

        this.code = code;

    }

    public String getName() {

        return name;

    }

    public void setName(String name) {

        this.name = name;

    }

    @Override

    public String toString() {

        return "Country [code=" + code + ", name=" + name + "]";

    }

}

**Code for Repo.java:**

package com.cognizant.ormlearn.repository;

import com.cognizant.ormlearn.model.Country;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

@Repository

public interface Repo extends JpaRepository<Country, String> {

}

**Code for CountryService.java:**

package com.cognizant.ormlearn.service;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.Repo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import java.util.List;

import java.util.Optional;

@Service

public class CountryService {

    @Autowired

    private Repo repo;

 public Optional<Country> getCountryByCode(String code) {

        return repo.findById(code);

    }

}

**Code for Applicataion.java:**

package com.cognizant.ormlearn;

import com.cognizant.ormlearn.service.CountryService;

import com.cognizant.ormlearn.model.Country;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import java.util.List;

import com.sun.imageio.plugins.common.I18N;

@SpringBootApplication

public class Application {

  private static final Logger LOGGER = LoggerFactory.getLogger(Application.class);

    private static CountryService countryService;

    public static void main(String[] args) {

        ApplicationContext ctx = SpringApplication.run(Application.class, args);

        countryService = ctx.getBean(CountryService.class);

        testGetAllCountries();

    }

    private static void testGetAllCountries() {

        LOGGER.info("Start test");

        List<Country> countries = countryService.getAllCountries();

        System.out.println("Getting Country by code:");

                System.out.println("Countries"+countryService.getCountryByCode (“IN”));

        LOGGER.debug("countries={}", countries);

        LOGGER.info("End test");

    }

}

**Ouput:**

**![](data:image/png;base64,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)**

**Hands on 7**

**Add a new country**

Directory:

orm-learn/

├── pom.xml

└── src/

├── main/

│ ├── java/

│ │ └── com/

│ │ └── cognizant/

│ │ └── ormlearn/

│ │ ├── OrmLearnApplication.java

│ │ ├── model/

│ │ │ └── Country.java

│ │ ├── repository/

│ │ │ └── CountryRepository.java

│ │ └── service/

│ │ └── CountryService.java

│ └── resources/

│ ├── application.properties

│

│ └── data.sql

**Code for Country.java:**

package com.cognizant.ormlearn.model;

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name = "country")

public class Country {

    @Id

    @Column(name = "co\_code", length = 2, nullable = false)

    private String code;

    @Column(name = "co\_name", length = 50, nullable = false)

    private String name;

    public Country() {

    }

    public Country(String code, String name) {

        this.code = code;

        this.name = name;

    }

    public String getCode() {

        return code;

    }

    public void setCode(String code) {

        this.code = code;

    }

    public String getName() {

        return name;

    }

    public void setName(String name) {

        this.name = name;

    }

    @Override

    public String toString() {

        return "Country [code=" + code + ", name=" + name + "]";

    }

}

**Code for Repo.java:**

package com.cognizant.ormlearn.repository;

import com.cognizant.ormlearn.model.Country;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

@Repository

public interface Repo extends JpaRepository<Country, String> {

}

**Code for CountryService.java:**

package com.cognizant.ormlearn.service;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.Repo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import java.util.List;

import java.util.Optional;

@Service

public class CountryService {

    @Autowired

    private Repo repo;

public Country addCountry(Country country) {

        return repo.save(country);

    }

}

**Code for Applicataion.java:**

package com.cognizant.ormlearn;

import com.cognizant.ormlearn.service.CountryService;

import com.cognizant.ormlearn.model.Country;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import java.util.List;

import com.sun.imageio.plugins.common.I18N;

@SpringBootApplication

public class Application {

  private static final Logger LOGGER = LoggerFactory.getLogger(Application.class);

    private static CountryService countryService;

    public static void main(String[] args) {

        ApplicationContext ctx = SpringApplication.run(Application.class, args);

        countryService = ctx.getBean(CountryService.class);

        testGetAllCountries();

    }

    private static void testGetAllCountries() {

        LOGGER.info("Start test");

        List<Country> countries = countryService.getAllCountries();

 System.out.println("ADDING COUNTRY:");

                System.out.println("Countries"+countryService.addCountry(new Country("Z1","NEWcOUNTRY")));

        LOGGER.debug("countries={}", countries);

        LOGGER.info("End test");

    }

**OUTPUT:**

**![](data:image/png;base64,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)**